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Abstract: Manufacturing equipment for small and medium scale production is often arranged in a setup of a Flexible Manufacturing Cell (FMC). Normally, such cell members are from various manufactures and they have all their specific capabilities when it comes to man-machine and inter-machine interaction. Existing man-machine interfacing is quite simple and is typically done via a screen/keyboard interface while inter-machine communication is carried out through designated I/O lines. Although such communication channels provide us a certain possibility to program and control the cell members, it is not enough to fully utilize the potential of the coordinated control of the complete unit. Especially in smaller production facilities, where often the FMC components are a mixture of older (poorly documented) and newer machines, there exists no ready-to-use solution for communication between the members of the cell. This article discusses and presents a new architecture for man-machine and inter-machine communication and control. This new architecture allows for the integration of both new and old equipment and is especially targeted for efficient man-machine interaction.
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1 Introduction

The development of novel technologies often stems from experience acquired during the production of a previous series by the same manufacturer. This allows for compatibility with older, in-house, versions of software/hardware solutions. Such a strategy is understandable from a vendor's point of view, but it is not enough from the end-user perspective. The typical end-user has many different machines/software and basically wants everything to be compatible, independent of who produced what.
During the last few decades much research has been dedicated towards general manufacturing equipment such as turning- and milling- machines (NC-machines), industrial robots (IRBs) and automated guided vehicles (AGVs). In the case of NC machines, researchers have focused on establishing a common language that can be shared by all machines [1]. On the other hand, language has not been the main focus among researchers in the field of robotics; their main concern has been to allow users to create robot programs more intuitively and rapidly (e.g. [2, 3]). AGV research has in many senses been related to path-planning and the automatic guidance in a semi-unstructured environment. At the same time we have available new, reasonably-priced ICT technologies; TV/screen solutions, mobile and wireless equipment, 3D technologies, scanners, virtual reality and haptic interfaces. The upcoming challenge is how these classical and new technologies cooperate and be combined in an industrial environment.

For a typical small- and medium-sized enterprise (SME), flexibility is the main concern. SME flexibility means most of all: a rapid setup and initial programming phase for a new production series, programming interoperability between different machines, the tracking of changes at any production step, and the possible incorporation of both older and newer equipment into the manufacturing cell. While there are many promising developments related to various equipments, there are still many challenges to be addressed in the case of SMEs:

a) **Outdated equipment**: the typical SME doesn’t have a new and updated machine park, and their equipment ranges from very old to more up-to-date solutions.

b) **No inter-machine communication**: machines are operated in standalone mode, without any structured communication between them.

c) **Manual programming**: machine codes are mainly produced and tested on the shop-floor, without any feedback to production engineers and other decision makers.

d) **Manual labour**: monotonous and repetitive work-tasks are executed by humans instead of industrial robots, often because of the lack of fast and effective programming methods for smaller production volumes.

Flexibility calls for an open shop-floor architecture which allows for efficient man-machine and inter-machine interaction, and, as pointed out in the introduction, an architecture that allows for the incorporation of both typical manufacturing machines with new 3D/mobile/virtual technologies.

Thus, the key point of this paper is the lay-out of a new shop-floor control architecture which allows for the use of a combination of both older and newer technologies. The following criteria are set against the new architecture:

i) Flexibility through on-line system reconfigurability and the implementation of the plug’n’produce paradigm.

ii) Machine invariance, so that old and new equipment, including a wide variety of different sensors, may be used.
iii) The architecture should enable effective man-machine communication.

iv) The architecture should allow for the use of a heterogeneous programming language.

v) The architecture should be capable of tracking changes during manufacturing processes and should provide feedback to previous stages.

The proposed architecture incorporates the future trends in machine development, especially through the incorporation of the new programming standards and the introduction of a software-based middleware technology for inter-machine communication. The following technologies and techniques serve as the basis in our work:

1) low-cost, accurate and efficient electronics (e.g. microcontrollers) [5]
2) high-speed communication links for inter-machine communication [6]
3) machine programming and development software based on open source solutions (e.g. [7])
4) standards for efficient machine communications and control [8]

The remainder of this article is organized as follows; in Section 2, the incorporated standards are shown along with their main characteristics and benefits. This section also describes the importance of using standards, instead of case-by-case specific solutions as building blocks. In Section 3, the proposed shop-floor architecture is introduced in detail. The architecture has a general layout based on existing standards and can be utilized on a large majority of the key elements in flexible manufacturing systems. The practical implementation of the new architecture is discussed in Section 4. Finally, the article is concluded in Section 5.

2 Related Work

In order to establish a highly flexible shop-floor architecture, we believe that a modularized software, component-based solution gives the best result. In this section the key elements of such a controller solution will be introduced.

The software of the controller should hide the details of hardware layers and provide a platform for standardized communication. Further, it should allow for the reconfiguration of manufacturing cells without hardware changes (within certain limits) and should serve as a platform for human-machine interaction. Every member of the shop-floor will typically have a software-component that will manage its life-cycle and provide services on different levels. The layered structure of such an ideal software component is shown in Fig. 1.
A member can be constructed from more than one component and, as it is software based, can be assembled on-line for every different task. Note that the definition of tasks within such flexible shop-floor control architectures relies mostly on detailed descriptions of manufacturing processes.

As an example, a 6-axis industrial robot and a 3-axis milling machine can be simultaneously controlled to obtain the functionality of a 9-axis machine. The robot can be used to support and re-orientate the work piece during some machining actions (typically light operations) carried out by the NC-machine.

Until now this would be solved using either I/O signalling and pre-programmed position and orientation information or through manual labour.

In our case, based on the work piece and manufacturing cell information, the shop-floor controller would be set up intuitively and automatically (with or without human-machine interaction) for the given task. To achieve this, two things are needed: 1) a uniform description language for manufacturing processes and 2) a uniform shop-floor/machine/component control language. These two will be introduced in the next subsection.

### 2.1 STEP-NC Standard

Today, medium and small-scale production is centred around automated and flexible manufacturing cells. These cells usually consist of computer numeric controlled (CNC- or just NC-) machines, industrial robots, material storages, conveyor belts, etc. Each component in the cell has its own control architecture and communication link to other machines or humans. Even in recent NC machines, the communication is limited to Input/Output (I/O) level changes, which are used for signalling from one machine to another or signalling to the shop floor controller. This allows for only severely limited communication and limits flexibility. For example, in many cases the automatic opening and closing of a door clutch still relies on manual interventions to the machine’s control system.
As early as in the 1960s, when flexible manufacturing cells appeared, considerable emphasis was laid on their autonomous operation. However, this was only achieved through the careful planning of the product itself, as well as production and machine-specific tasks by a highly qualified human, using the concept of computer integrated manufacturing (CIM) [9].

In the 1970s issues such as sustainability, fast response time to market changes and cost-effectiveness made the utilization of CIM unsustainable [10]. As a result, the concept of CIM reappeared from time to time in new forms, such as holonic manufacturing systems [11], agent-based manufacturing [12], virtual CIM [13], etc. The bottlenecks of most manufacturing cells are the lack of interoperability, program reusability and fast re-configurability. However, the new CIM alternatives focus mainly on macro- and micro-process planning without addressing these important bottlenecks.

The standard for the programming of CNC machines was originally developed in the 1960s (ISO-6983 [14]) and is still used every day with all of its original weaknesses [15]. As pointed out by [16]:

1) It is a low-level language that describes mainly the cutter location of the spindle. Modification of geometrical properties on such a low level is almost impossible. File sizes grow very fast with the level of complexity.

2) It contains several machine-specific language elements (e.g. waiting condition, loops, etc.) which result in a lack of interoperability between machines.

3) The resulting file (to be used uniquely by the machine) is a result of a one-way transformation. It is not possible to feed back any kind of change from the shop-floor to the design stage.

To overcome these problems, new standards were introduced [17] to replace the old one and relieve the user from its constraints. One of the most promising standards is STEP (Standard for the Exchange of Product Model Data - ISO-10303 [18]) and its combination with the STEP-NC - ISO-14649 [8] – (the NC extension of the original STEP).

The benefits of using the STEP-NC standard can be summarized as follows:

a) Shorter time-to-market interval due to self-contained work piece and process planning information in one place

b) Changes can be tracked at any stage even during manufacturing

c) Machines are more efficient and adaptive and hybrid control theories can be applied to manufacturing processes

d) Machine vendor independence

These two standards are the largest and most widespread in the ISO group and are relatively new: STEP was created in 1994 and STEP-NC was created in 2003.
Although these standards have been available to manufacturers for over 8 years, machine manufacturers are seemingly not willing to switch from the older standard. Our guess, as mentioned in the introduction, is that manufactures build on previous versions of their products in order to keep the compatibility. On the other hand, there are several government-funded international projects [19]-[22] that promote standards among large manufacturers (e.g. Boeing, Daimler Chrysler, Volvo). At the same time, many researchers from all over the world [15], [17], [23]-[28] are promoting and developing solutions for STEP and STEP-NC based machining.

It is important to note, however, that dealing with only one aspect of the whole manufacturing cell will not solve every problem. Program portability from one vendor's machine to another's can be solved using newer standards, but the inter-machine communication will still be limited to hard-wired I/O signalling.

### 2.2 RT-Middleware Framework

Industrial robots have had a slightly different history of development than the typical NC-machine. More specifically, there are two major differences between the two: 1) industrial robots do not share any common language and from the outset, industrial robots were well suited for I/O communication with other machining cell components (this has led to their widespread use as system integrators and shop-floor controllers), and 2) industrial robots use vendor-specific and, in many cases, even model-specific languages.

Typically, NC-machines and industrial robots have proven to be mechanically very long-lasting, while the electrical control systems have become more rapidly outdated. Lately, there has also been a growing quest for advanced robot-sensor integration, at a completely different level than before.

Due to such issues, many researchers have turned to new and open control architectures for robot systems (so-called middleware systems) [7]. The overall goal is to provide a common language and control structure that would allow for user/task-specific sensor integration. The most important middleware solutions can be found in [29]-[40] and a comparison can be found in [41]. [41] also reports that these systems in general provide the user with high-level object-oriented robot programming and control environments. Issues related to specifics, like the number of supported robots, may vary. It is also reported that only one of these middleware technologies - called RT (Robot Technology)-middleware - is under standardization [42].

RT-middleware has proven to be well-adapted to industrial projects and is in use by many different industrial companies (Toshiba, Honda, AIST and also other research institutes) [38].
In 2002, the Japanese Ministry of Economy, Trade and Industry (METI), the Japan Robot Association (JARA) and National Institute of Advanced Industrial Science and Technology (AIST) started a project named "Consolidation of Software Infrastructure for Robot Development". The goal of the project was to implement humanoid robot systems in a modular fashion so that they could meet the diverse needs of users. Further, the project aims to allow system designers or integrators to build versatile robots or systems with relative ease by simply combining selected modular parts [43]. RT-middleware was originally developed for humanoid robots. However, humanoids, industrial robots, and NC-machines are built up from the same building blocks, at a component level (motor/axis control logic form the basis for all of these machines).

The RT-middleware framework combines low-level components (named RTCs, RT-Components) into larger operating units (e.g. like an industrial robot). If the robot needs more sensors or an extra drive axis, software drivers (RTCs) can be written, allowing the sensor/axis to be introduced in the existing robot control architecture. The RT-middleware environment offers various tools for including and even merging together the different RTC units. RTCs are realized as platform independent, CORBA objects. The use of CORBA in shop-floor control architectures has been found to be favourable in other research areas as well [44].

RTCs are the basic, modular units for achieving distributed computing. These elements can be observed as black-boxes. Each black-box has predefined interfaces for communication and the data manipulation and calculation is hidden from the external parties. This results in a highly modular framework, which was already shown in Fig. 1.

More details about the RT-middleware can be found in references [17, 38].

### 3 Shop-Floor Control Architecture Description

Until now the control of flexible manufacturing systems was limited to I/O level signalling, using an industrial robot or a PLC as an overall controller. The proposed architecture is based on software components (RT-Middleware) and on standards (STEP family). The shop-floor controller is a normal PC connected to the high-speed communication network of the shop-floor. This PC serves as an interface for system assembly and task specifications.

Fig. 2 shows the proposed shop-floor control architecture. At the bottom level (*Cell components*) we have all the cell members represented by NC-machines, industrial robots, cameras, sensors, conveyor belts, feeders, etc.. In general, all cell members that have the ability to communicate are defined as active cell components. Cell members, if possible or needed, are built up from smaller components, forming controllable objects where the communication drivers
between the software components are based on the RT-middleware framework. These components represent building blocks for the manufacturing system and are called RT-Components or RTCs. Depending on the specified task, these RTCs can be used as fully standalone cell members or can be assembled in a way that will satisfy the needs posed by a given task. For better understanding, the following example is given (see Figs. 3 and 4): a typical SCARA robot is built up from 4 drive units. 3 drive units are used for positioning and the 4th is used for orientation. The 4 drive units can be represented by 4 standalone RTC components or can be attributed to 1 RTC that has all the necessary functions (kinematics, dynamics, interpolation) included and is capable of the execution of high-level commands (e.g. go to x, y, z position), while the first option uses 4 independent, low-level axis drives that can only understand commands such as turn to the given angle.

Figure 2

Shop-floor control architecture. The architecture is assembled for every given task, based on the databases contents (STEP-NC work-piece and process description (a), previous knowledge of task executions (b), available cell members and tools (c), etc.) and on the used programming interface (3D scanner (i), motion capture (ii), etc.). New cell members can be created on-the-fly (within certain limits).
If sensors are attached to the SCARA robot’s end-effector (e.g. force sensor, which is also an RTC), the measurement values of the sensors can be directly fed to the axis drive RTCs, resulting in a closed-loop controller as low as the drive level for a specific drive or can be fed to the whole SCARA robot, affecting positioning or other parameters in the control.

![Diagram](image)

Figure 3
Low level control software component diagram. Every blue box is a standalone RTC. A SCARA robot is built up from 4 independent drive units (JointDrive). Each drive unit gets the reference torque from the JointController, which calculates the desired rotation based on the data received from the InverseKinematics component and the positioning feedback. The movement is split up by theInterpolator, using the feedback data from the DirectKinematics and the instruction from the ProgrammingInterface. The robot can be instructed by the ProgrammingInterface component, which can also represent a joystick or a mouse.

When the necessary RTCs are developed and implemented they are all registered in to the software component database (RTC database). From this database, the shop-floor controller can select and combine RTCs according to the specific task-dependent needs. This selection can be automatic or can be based on human-machine interaction using one of the Programming interfaces. The decision is also supported from the Knowledge database, where the previous task executions are stored with the corresponding RTC assemblies and also from the STEP-NC program database, where the actual manufacturing processes and work piece information are defined. A further strength of the software based RTCs is that they can be situated anywhere, as long as they are reachable by the controller (anywhere on the network connected to the controller) and it is possible to receive control messages from other sub-manufacturers (suppliers) or distributors in the supply chain.
Combining RTCs into new and higher level RTCs provides us with the opportunity to increase the level and complexity of the commands. This is very important in order to be able to incorporate the STEP-NC standard. The main idea behind the STEP-NC standard is to give the machine the task and let it execute and interpret it independently, based on the local logics and control, which is a much better approach than the previous one, where the predefined movement of each axis was given to the machine. All actions in the manufacturing cell, and all modifications to the geometry of work pieces, are done according to the STEP-NC standard, thus allowing the user to track changes through the manufacturing chain. For these reasons, a STEP-NC interpreter as well as logger RTCs are created, which can be used to convert the high-level commands to joint-level ones and to report changes made to the manufacturing process.

In existing manufacturing equipment, man-machine interaction is often carried out via a screen/keyboard/mouse interface. These communication links will also be important in future manufacturing systems, although more advanced and human friendly interaction systems will most likely be created as well.

The simplest *Programming interface* is the PC’s screen, where a special graphical user interface is used to assemble the shop-floor controller (a part of this interface was already shown in Figs. 3 and 4), named RTSystemEditor [38]. More advanced interaction modes can be achieved using a 3D scanner during the inspection procedure or by instructing an industrial robot through human gestures [45]. Distant programming of shop-floor controllers is possible by introducing Virtual Reality techniques [41].

The above described shop-floor control architecture is under implementation at our laboratory. No shop-floors are identical but normally similar components are present (NC machines, industrial robots, conveyor belts, coordinate measurement machines, material feeders, digital cameras, PCs, etc.) and in the next section we would like to share our experiences when it comes to practical implementation towards some typical components.
4 Practical Implementation at a Typical Shop-Floor

In general every member of a flexible manufacturing cell has its own controller (NC machines, industrial robots) or supervisory system (PLC or PC). The proposed shop-floor controller replaces these with software components which can be configured and assembled for every given task. In order to achieve the goals stated in the introduction the cell members can and actually should be constructed from low and high-level software components (e.g. axis drives, sensors). This can be done in two ways: 1) by implementing a wrapper for the given cell member, as one standalone unit (in the beginning this is the most convenient) [4] or 2) by re-engineering the controllers from low-cost highly modularized electrical components [5].

The first solution’s biggest drawback is that it is limited to the actual capabilities of the already existing controller. In the simplest case, a PC is connected to the given cell member (e.g. serial link, Ethernet or LPT) and the software component (RTC) is implemented on the PC. The RTC is simply converting the instructions from RT-Middleware to member-specific instructions (e.g. STEP-NC instructions to G code in case of an NC machine [46]).

![Figure 5](image)

Mechanical drawing of the Adept 604-S SCARA robot. m1, m2, m3 are the masses, l1,l2,d0,d3 are the length, q1,q2,q3,q4 are the angles of the corresponding joints. lc1 and lc2 are the masses position on joint 1 and joint 2, respectively. These data were used in calculations of robot dynamics [47]
In the second case, re-engineering the controller, everything has to be developed and implemented from scratch, but as a result we obtain a high level of flexibility and a truly software-based controller.

In our experimental system, we chose this second option to exemplify the proposed shop-floor controller. The architecture was validated through several experiments.

The experimental shop-floor controller is now limited to one cell member, an Adept 604-S SCARA robot, whose control system is replaced by an RT-Middleware based controller. The mechanical drawing of this SCARA robot is shown in Fig. 5.

### 4.1 Software and Hardware Layout

To match the mechanical setup of the robot, the following standalone hardware and software components were created (RTCs):

- **Programming interface**: this is a PC-based graphical user interface, in which the user can enter coordinates for the robot to go to. It also displays the current position of the robot. The input of the component is the actual position of the robot in Cartesian coordinate system. The output is the desired position of the robot.

- **Interpolator**: based on the actual and desired positions, it plans the trajectory of the robot. The inputs of the component are the desired and the actual position of robot in Cartesian coordinate system. The output is the steps position through the trajectory in Cartesian coordinate system.

- **Inverse Kinematics**: the component calculates the motor angles for the desired movement based on the actual position. The input of the component is a position on Cartesian coordinate system. The output is the angles of the robot axis for the given position.

- **Direct Kinematics**: based on the motor angles it calculates the actual position of the robot. The inputs for the component are the angles from the axis drives. The output is the robot’s actual position in Cartesian coordinate system.

- **Joint Controller**: the component uses the desired motor angles to give torque references for the axis drives. The inputs for the component are the angles for rotation of the motors. The outputs are the torque references for every axis drive.

- **Axis drive for every joint**: the 4 motor drives are used independently. Each joint has a current control loop inside. The input for the component is the torque reference signal. The output is the angle of the motor, which is calculated from encoder position.
The block diagram based on the above mentioned components is shown in Fig. 6. This modularized structure of the controller gives the possibility of including sensor data in the control loop on different control levels. The sensor data can be introduced as low as at the Axis drive level or at Joint Controller level or even higher. The synchronization of the data and the real-time execution of the control loop are guaranteed by the RT-Middleware framework.

4.2 Experimental Results

In order to validate the control architecture, experiments were carried out on the major joints (Joint 1 and 2) of the SCARA. The software component based controller’s main benefit is that each joint is driven independently, but this is also its biggest drawback when designing the controller for the given system.

A robust, decentralized PID control was implemented in the Joint Controller. Two different experiments were executed and were repeated two times to ensure the correct measurement. The feedback system’s sampling time was 1 kHz.

The first experiment tested the step response of the first joint. The results can be seen in Fig. 7. The feedback shows a negligible overshoot. Stabilisation time is approximately 200-300 ms, which is to be considered very good for an industrial robot.
The second experiment tested the step response of the second joint in two different arm positions. The first measurement was carried out with straightened arms and the second measurement with the second arm perpendicular to the first. The results can be seen in Fig. 8. The feedback shows a more significant overshoot compared to the first experiment and a longer stabilisation time of 400-500 ms. Such results were expected since this is a SCARA (selective compliance articulated robot arm), especially developed for assembly operations. The compliant structure of joint 2 plays an important role in assembly operations, and the horizontal flexibility of the robot arm is favourable during mounting operations, allowing for initial misalignment between the mating parts.
Conclusions

This paper presented a shop-floor control architecture for inter-machine communication and control, based on the RT middleware framework and the STEP-NC standard. The great variety, diversity and complexity of equipment used in manufacturing cells call for an open control architecture capable of integrating all of its members. The proposed methodology is general in its layout and emphasizes openness to the largest extent. The implementation of this new architecture was exampled on a typical shop-floor member (a SCARA robot), which is driven by low and high level commands.
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